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\section*{ABSTRACT}

In this study, we evaluated the cognitive and attitudinal influences of playing a video game, Penguin Go, designed to target the development of middle school students' computational thinking (CT) skills. In addition to the overall effectiveness of the game, we investigated the impact of a specific game feature—constraints on the number of blocks in a solution. Results showed that after playing Penguin Go for less than two hours, students' CT skills improved significantly, but the additional constraints did not generate a significant impact on learning. In addition, the game overall did not influence students' attitudes toward computer science, but the constraints condition of the game negatively influenced students' attitudes toward computer science. Implications of the findings and possible directions for future research regarding using these types of games to foster computational thinking skills are discussed.

\\

\section*{1. Introduction}

\subsection*{1.1. Context of the problem}

There continues to be increasing interest from researchers, educators, and policymakers in developing computational thinking (CT) at different educational levels, especially for K-12. In her influential article “Computational thinking” published in the Communications of the ACM in 2006, Jeannette Wing used the term computational thinking to represent how computer scientists think when they are approaching a problem. She argued that CT is a set of attitude and skills that is universally applicable and important for everyone to learn (Wing, 2006); and called for adding CT to every child's basic skill set, along with reading, writing, and arithmetic. In January 2016, President Obama announced Computer Science for All, the most recent government initiative to promote computer science (CS) education and CT for students in K-12 education (The White House, 2016).

Although the definition of CT varies among authors, the most frequently-cited definition by Cuny, Snyder, and Wing (2010) describes CT as “the thought processes involved in formulating problems and their solutions so that the solutions are represented in a form that can be effectively carried out by an information-processing agent.” It focuses on the conceptualization and underlying thought processes of solving a problem computationally rather than syntactically. Moreover, it is becoming generally accepted that the main components of CT include problem decomposition, abstraction, algorithmic thinking, conditional logic, recursive thinking, and debugging (Grover & Pea, 2013). Research has shown that CT may bring about a variety of cognitive and non-cognitive benefits, especially for learning in STEM subjects (e.g., Barr & Stephenson, 2011; Repenning et al., 2015; Sneider, Stephenson, Schafer, & Flick, 2014).

Increasing attention is also being paid to introducing CT to middle school children because the middle school years are a critical...
stage when children develop their relationships with specific academic fields and establish initial career orientations (Grover, Pea, & Cooper, 2014, pp. 343–348; Tai, Liu, Maltae, & Fan, 2006). However, middle school students often hold negative attitudes toward CS (Yardi & Bruckman, 2007), which can hinder them from developing CT skills. In this context, researchers have been actively exploring opportunities to introduce CT to middle school students with an aim to improve their attitude toward CS.

Programming, being a fundamental skill of CS, is also employed as a vehicle for CT development (Grover & Pea, 2013). Furthermore, to preclude learners from being distracted from the focus of CT on conceptualization and the underlying thought processes of solving a problem, block-based programming environments, represented by Scratch (Resnick et al., 2009), Snap! (Harvey & Mönig, 2010), and Blockly (Fraser, 2013), have been widely used to reduce the complexities related to the syntax of programming languages.

In terms of informal settings, Scratch and other block-based environments follow the tradition of constructionism (Harel, 1991; Papert, 1980) and encourage children to come up with their own ideas for a project (usually games, animations, or media projects) and to create personally meaningful artifacts through programming. This approach (often called design-based), has shown some success in motivating children into programming activities (Monroy-Hernández & Resnick, 2008), but has fallen short in relation to fostering deeper learning (e.g., Brennan & Resnick, 2012; Meerbaum-Salant, Armoni, & Ben-Ari, 2011).

Another less documented type of environment that can be used to introduce children to CT in informal settings is video games. In general, video games are very popular among secondary school students, and well-designed educational games can be good vehicles to foster a variety of valuable skills in education (Gee, 2007; Shute & Ventura, 2013). Video games that can foster CT usually provide players with a motivating context where they need to construct programs to solve a problem (e.g., Horn et al., 2016; Kazimoglu, Kiernan, Bacon, & Mackinnon, 2012; Weintrop & Wilensky, 2012). Compared to design-based environments, such games have the potential to promote more intentional learning and provide richer learning support through different game mechanics (e.g., Land, 2000; Mayer, Mautone, & Prothero, 2002). However, research on using video games to foster CT skills is very limited. A number of video games have been developed to teach programming, such as Wu’s Castle (Eagle & Barnes, 2009), CodeCombat (https://codecombat.com/), CodeSpell (Esper, Foster, Griswold, Herrera, & Snyder, 2014), and MiniColon (Ayman, Sharaf, Ahmed, & Abdennadher, 2018). But these games use a text-based programming language that requires the player to pay considerable attention to the details of syntax, which is not well aligned with CT (Kazimoglu et al., 2012). From the limited number of studies conducted with children (Esper et al., 2014), these types of games did have a positive impact on children’s attitude toward programming and CS, as well as on some components of CT, such as conditional logic and debugging. However, their alignment with CT skills was incomplete.

A few games, though not explicitly targeting CT, based their design on block-based programming languages, such as LightBot (Gouws, Bradshaw, & Wentworth, 2013), RoboBuilder (Weintrop & Wilensky, 2012), games at Code.org, Blockly Games (https://blockly-games.appspot.com/), Run Marco (https://runmarco.allcancode.com), and the latest version of CodeSpell. However, their impact on CT development has not been evaluated or only evaluated to a small extent. The results are very preliminary considering the small sample sizes and the qualitative nature of the evaluations (Giannakoulas & Xinogalos, 2018; Kazimoglu et al., 2012; Weintrop & Wilensky, 2012).

In summary, research has shown some promising results regarding the cognitive and attitudinal impacts of video games on CT development among children, such as promoting learning of some CT components, and improving attitudes toward CS. However, the potential of video games in this regard seems not fully tapped. Video games can be designed to target CT skills, including using a block-based language like Blockly, to enable the player to further shift his or her cognitive focus from the syntax of programming to particular CT skills.

1.2. Purpose of the study

This study aimed to investigate the cognitive and attitudinal impacts of playing a video game that targeted the development of CT skills among middle school students. Toward this end, we designed and developed a web-based video game called “Penguin Go.” It used Blockly as the code editor, and was carefully designed to align with main components of CT. Also, we integrated different types of learning support into the game to facilitate CT learning during gameplay. A detailed description of the game can be found in the “Interventions” section.

In addition to the overall impact of the game, one particular variable we explored in this study involves constraints imposed on the number of blocks used in a program, and how that affected the game’s impact. We expected that such constraints would drive the player to look deeper into the structure of the problem, as well as the program he or she originally created, to identify common logic that can be used multiple times in the program to tackle different parts of the problem, and thus reduce its size. During this process, we expected the player to identify essential properties common to multiple objects or procedures, and ignore irrelevant differences among them. This is what Wing (2010) defined as the process of abstraction, the keystone of CT (Wing, 2008). Features similar to this have been included in games like Lightbot, Blockly Games, and Program your bot, to encourage players to create reusable code blocks, such as loops, functions, or modules (Kazimoglu et al., 2012), which is considered good programming practice. However, the impact of such constraints on CT development had not been evaluated prior to this study.

The attitudinal impact of this environment is related to multiple factors. First, the feature exerts additional constraints on gameplay, which is usually not preferred by video game players (Klimmt, Hartmann, & Frey, 2007; Ryan, Rigby, & Przybylski, 2006), and thus may result in reduced enjoyment. Furthermore, the additional challenges associated with the constraints may affect a player’s enjoyment of gameplay. According to Csikszentmihalyi (1997), challenging yet achievable levels of difficulty is a necessary condition for a player to experience the state of flow in which the player is immersed completely into the activity with deep enjoyment. Since the perceived difficulty depends on the skill levels of each individual student, the impact of the constraints may vary among them. In
short, we had no definite hypothesis regarding how this constraint feature may influence students' attitudes. Given the potential benefits of such constraints and the absence of clear empirical evidence regarding their effects, we believe that investigations like would be valuable.

1.3. Research questions

The research questions of the study were:

1. Does playing Penguin Go have a positive impact on middle school students' CT skills?
2. Does playing Penguin Go have a positive impact on middle school students' attitudes toward future learning in CS?
3. Does playing Penguin Go with constraints imposed on the number of blocks in a solution have a greater impact on middle school students' CT skills than playing Penguin Go without such constraints?
4. Does playing Penguin Go with constraints imposed on the number of blocks in a solution have a greater impact on middle school students' attitudes toward CS than playing Penguin Go without such constraints?

1.4. Hypotheses

Based on the literature review regarding the impact of video games on CT skills and attitudes toward CS, as well as the aforementioned features of the game, we made the following hypotheses:

1. Playing Penguin Go would have a positive impact on middle school students' CT skills.
2. Playing Penguin Go would have a positive impact on middle school students' attitudes toward CS.
3. Adding constraints on the number of blocks in a solution to Penguin Go would further improve students' CT skills.
4. We did not have a definite hypothesis regarding the effect of constraints on the number of blocks on middle school students' attitudes toward CS. The investigation in this regard was exploratory in nature.

2. Material and methods

2.1. Research design

Since it was impossible to implement a control group by limiting a group of students from learning coding for several weeks, this study used a one-group pretest-posttest design to address research questions 1 and 2. In addition, a randomized experimental design was used to address research questions 3 and 4. We implemented the two designs at the same time within the study.

2.2. Participants

The participants of this study were recruited from a rural middle school in south Georgia. A total of 69 eighth grade students enrolled in this study on a voluntary basis, and we provided $15 gift cards as an incentive for participation. In addition, to encourage the students to try their best on both the CT pretest and posttest, an extra $10 gift card was given to each of the students who ranked in the top 25% of their class based on their performance on both tests.

2.3. Interventions

The game that was designed, developed, and used in the study is called “Penguin Go.” Its backstory is based on the breeding behaviors of emperor penguins (Emperor Penguin, 2016). We chose this backstory not only because it provides a compelling narrative, but also because it provides a rich context where problems eliciting CT skills can be built upon. For example, a typical puzzle in the game will ask the player to create a program to guide the penguin through an area. Different parts of the terrain are covered with ice, snow, or rocks. To solve this puzzle, the player must employ different components of CT skills: 1) Algorithmic thinking: the player needs to develop a sequence of steps and explicitly put them into a program so that the penguin can carry it out. 2) Conditional logic: to make the penguin go forward, the player has the option to issue a waddle or a toboggan command. However, depending on the condition of the ground, one method of travel works while the other does not. Therefore, the player needs to choose the action to take depending on environmental conditions, which is conditional logic. 3) Debugging: when a program is not working as desired, the player must review the program, identify the errors in it, revise and test it, and then repeat the process until the program works as desired. This is exactly the process of debugging in programming. Depending on the complexity of the puzzle, other CT components may also be involved.

Fig. 1 shows a sample level of Penguin Go. The left part of the screen is the game world and the right part is the code editor based on Blockly. The task of the player is to create a program to guide the penguin to the goal—the yellow footprints. In this level, there are two possible routes from the penguin to the goal. Both routes are composed of areas covered by snow (the white tiles) and ice (the light blue tiles). To move forward, the penguin has to waddle on the snow areas and toboggan on the ice areas.

The blocks available for this level are shown in Fig. 2. Using these blocks, the player may develop different solutions that involve different levels of abstraction. Suppose the player selected the route marked by the shaded arrows. The three possible solutions to
navigate the penguin through the route are shown in Fig. 3. Solution “a” represents a basic understanding of algorithmic thinking. The player only needs to put the action commands into a proper sequence without thinking further. Solution “b” involves a certain level of abstraction. The player needs to identify a code snippet that can be repeatedly used in the solution. This involves breaking the path down to small parts to which the same code snippet can be applied. Solution “c” represents an even higher level of abstraction that requires the player to group the action commands and develop a generalized code snippet for each group. For example, waddle and toboggan are generalized to an if-do-else statement that moves the penguin forward regardless of the type of area ahead. With this piece of code, the player can move the penguin forward without worrying about the detailed logic. This piece of code, in turn, can be used as a unit to construct larger generalized structures.

As the level of abstraction increases, the number of blocks used in the solution decreases from 19 to 10 to 8. In this study, one version of the game has constraints on the number of blocks in a solution (to promote players’ abstraction skills) while the other version had no constraints.

The learning support in the game takes three forms. First, guidance is provided at the beginning of the game, to orient the player to the game mechanics; and when a new type of programming block is introduced, to inform the player of the usage of the blocks. Second, the sequence of the puzzles was designed to be in line with the three stages of the “Use-Modify-Create” progression, a learning progression frequently used to engage young learners in CT (Grover & Pea, 2013; Lee et al., 2011). Third, new types of blocks
are introduced gradually to reduce cognitive load.
The game consists of 27 puzzles and takes about three hours for a child of middle school age to finish.

2.4. Independent variable

The independent variable in this study was the version of the game, with two possible levels: constraints and no-constraints. In the constraints version, after certain types of blocks (such as loops and functions) were introduced, the number of blocks a player can include in his or her program to solve the puzzle was limited to a specific number. In the no-constraints version, there were no such constraints.

2.5. Dependent variables

The dependent variables of this study included middle school students' CT skills and their attitudes toward future learning in CS. To measure middle school students' CT skills, a pretest and a posttest were administered online before and after gameplay. Both tests were adapted from the Computational Thinking Test (CTt) developed by Román-González, Pérez-González, and Jiménez-Fernández (2017). The adaptations included dropping irrelevant items, fixing some language and representation issues, and creating an alternate form. Each new form consisted of 21 items, and took about 20–30 min to finish. For convenience, this modified version of CTt is referred to as MCTt in the following sections. Two example items of MCTt are shown in Fig. 4, representing respectively the two different programming interfaces used in MCTt (block vs. arrow).

To measure middle school students' attitudes toward CS, a survey adapted from Ericson and McKlin (2012) was used both before and after gameplay. The survey targets CS perceptions and consists of ten 5-point Likert scale questions, such as “computers are fun” and “computing jobs are boring.” The survey was also administered online. For convenience, this survey is referred to as the CSA Survey in the following sections.

2.6. Other measures

Demographic questionnaire. The demographic questionnaire collected basic demographic information and information about students' experience with coding, to provide a general profile of the participants.

Reporting items. At the end of the study, students were asked to report whether they performed other coding activities during the period of study, and whether they tried their best on the posttest. Such information was used to identify and filter out data affected by confounding factors.
2.7. Procedure

Students who signed up for the study were randomly assigned to one of the two conditions. The study included three 60-min sessions during three weeks in 2017. During the first session, all students completed the demographic questionnaire, the CSA Survey, and the pretest of CT for 30 min, and then played Penguin Go for 30 min. During the second session, students played Penguin Go through the 60-min session. During the final session, students played Penguin Go for the first 20 min, and completed the CSA Survey; as well as the CT posttest for the rest of the session. Depending on their assigned condition, students played the constraints or the no-constraints version of the game. Fig. 5 illustrates the procedure of the study.

All of the activities took place in three computer labs at the target school. Students finished the activities individually, and two proctors provided minimal support if a student asked for help regarding how to solve a puzzle in the game.

There were some technical issues that occurred during the administration of the study. For some students (about 20%), the game
froze randomly at some point when students passed a level, and they had to refresh the webpage in order to continue playing. Occasionally, after refreshing the page, some students lost their latest progress in the game. Such issues, however, happened randomly and not specific to either of the two game conditions.

3. Results

3.1. Demographic information

Among the 69 students who signed up for the study, three students dropped out due to changes in their schedules or other unknown reasons. To reduce the influence of confounding factors, we filtered the data using students’ responses to the reporting items. First, we excluded 16 students who reported that they performed other coding activities during the period of study. Second, we excluded another five students who reported that they rushed through the posttest. In addition, we excluded two students who had extensive coding experience prior to the study (prior coding time > 40 h), according to their responses to one of the questions on the demographic questionnaire. As a result, a total of 43 students were included in the final analysis. There was a small imbalance in the numbers of participants between conditions, with \( n = 20 \) for the constraints group and \( n = 23 \) for the no-constraints group.

The average age of the 43 students was 13.3 (SD = 0.55). Among them, 22 (51%) students were male and 21 (49%) students were female. In terms of ethnicity, 23 (53%) students were White; 14 (33%) students were Black; and 6 (14%) students were Hispanic, Latino, or other. In general, most students (95%) had experience with video games in the past, but their experience with puzzle-style games was rare—72% of students reported that they rarely or had never played puzzle-style games.

The majority of students (93%) had prior experience with coding, usually through Code.org (54%), Scratch (2%), or both (37%). However, most of them (70%) only spent less than 5 h on coding in the past. Table 1 shows the frequencies of students’ prior “coding time” by condition. A two-way chi-square test showed that students’ prior “coding time” did not differ by condition, \( \chi^2 (4, n = 43) = 0.17, p = .19 \).

3.2. Modified Computational Thinking Test (MCTt)

CT skill was measured by the MCTt. Students were randomly assigned one of the forms as pretest and the other as posttest. Each item was scored as 1 (correct) or 0 (incorrect), and the maximum score for each test was 21. The Cronbach’s alpha coefficients for pretest and posttest were .74 and .72, respectively. Both indicated acceptable reliability.

Table 2 shows the descriptive statistics of pretest and posttest scores by condition. For both groups, the mean posttest score was higher than the mean pretest score.

3.3. Computer science attitude survey (CSA survey)

Students’ attitudes toward computer science (CS) were measured by the CSA Survey that consisted of ten 5-point Likert scale items, with 1 representing strongly disagree and 5 representing strongly agree. The score for each student was calculated as the mean
score across all the 10 items. The Cronbach's alpha coefficients for the pre- and post-survey were 0.85 and 0.83, respectively. Both indicated good reliability. Table 3 shows the descriptive statistics of the pre- and post-survey scores by condition. For the no-constraints group, the mean of the post-survey scores was slightly higher than the pre-survey scores, while for the constraints group, the mean of the post-survey scores was lower than the pre-survey scores.

An independent t-test showed that the mean of the pre-survey scores of the no-constraints group ($M = 3.98, SD = 0.39$) was significantly higher than that of the constraints group ($M = 3.54, SD = 0.70$); $t (41) = -2.52, p = .016$. It indicated that prior to playing Penguin Go, the two groups were not equivalent in terms of students' attitudes toward computer science. Given participants were randomly assigned to the two conditions, and the two groups were mixed in the same computer lab instead of being separated, it was hard to find a good explanation for such non-equivalency, except for an unfortunate random assignment. Such non-equivalency was taken into consideration in the following analysis.

3.4. Research question 1

The first research question was, “Does playing Penguin Go have a positive impact on middle school students’ CT skills?” Our hypothesis was that playing Penguin Go would have a positive impact on middle school students’ CT skills. Given no serious violation of the assumptions of normality and outliers, we conducted a paired t-test to compare pretest and posttest scores. Results showed an overall significant difference between pretest and posttest: $t (42) = -3.43, p = .001$. Students’ CT skills after playing Penguin Go were significantly higher ($M = 14.05, SD = 3.64$) than their CT skills prior to playing Penguin Go ($M = 12.91, SD = 3.44$), with a moderate effect size (Cohen’s $d = 0.53$). This result supported our hypothesis that playing Penguin Go would have a positive impact on middle school students’ CT skills. However, since this was a one-group pretest-posttest design, the result should be interpreted with caution, which will be examined further in the Discussion section.

3.5. Research question 2

The second research question was, “Does playing Penguin Go have a positive impact on middle school students’ attitudes toward future learning in CS?” Our hypothesis was that playing Penguin Go would have a positive impact on middle school students' attitudes toward CS. A review of the data revealed that there was a large outlier that was not due to errors in data collection or scoring, and thus an assumption of the paired t-test was violated.\(^1\) Therefore, we conducted a paired-samples sign test instead to compare the pre-CSA and post-CSA Survey scores, and found no significant difference: $Z = -1.11, p = .27$. Students’ attitudes toward CS after playing Penguin Go ($M = 3.63, SD = 0.65$) were not significantly higher than their attitudes toward CS prior to playing Penguin Go ($M = 3.74, SD = 0.61$). The effect size of the difference was small (Cohen’s $d = 0.18$). This result did not support our hypothesis that playing Penguin Go would have a positive impact on middle school students’ attitudes toward CS.

We further examined the attitudinal changes by condition. Table 4 shows the standardized 95% confidence intervals of the change (pre-survey - post-survey) in CSA Survey scores for each condition. For the no-constraints group, the confidence interval indicated that although the mean of the post-CSA Survey scores was higher than that of the pre-CSA Survey scores, the difference between them was not significant. For the constraints group, the confidence interval suggested that the post-CSA Survey scores were significantly lower than the pre-CSA survey scores.

3.6. Research question 3

The third research question was, “Does playing Penguin Go with constraints imposed on the number of blocks in a solution have a greater impact on middle school students’ CT skills than playing Penguin Go without such constraints?” Our hypothesis was that adding such constraints to Penguin Go would further improve students’ CT skills.

Given no serious violation of the assumptions of normality or homogeneity variance, we conducted a mixed-design ANOVA with MCTt scores as the dependent variable, time (pretest vs. posttest) as the within-subjects factor, condition as the between-subjects factor, and pre-CSA survey scores as the covariate (to control for the non-equivalency between conditions in terms of students’ attitudes toward computer science). Results from the analysis showed that the interaction between time and condition was not significant, $F (1, 40) = 0.005, p = .941$; that is, the changes in MCTt scores from pretest to posttest were not significantly different between the two conditions. Fig. 6 compares the two conditions regarding their change from pretest to posttest, using the estimated marginal means.

---

\(^1\) Excluding the outlier from the dataset did not change the results of the analysis on student attitudes toward CS after playing Penguin Go.
3.7. Research question 4

The fourth research question was, “Does playing Penguin Go with constraints imposed on the number of blocks in a solution have a greater impact on middle school students' attitudes toward CS than playing Penguin Go without such constraints?” We did not have a definite hypothesis for this question and the investigation in this regard was exploratory in nature.

Given the low statistical power (0.49) with the small sample size (n = 43), and the correlation (r = 0.55) between the pre- and post-CSA Survey scores, we did not conduct any hypothesis testing; instead, we calculated the 95% confidence interval for the difference between gain scores of the two conditions, which was between 0.03 and 0.75. Therefore, it is reasonable to believe that there was a real difference between the gain scores of the two conditions. Fig. 7 shows the two conditions in their changes from pre-to post-survey, using the original means.

4. Discussion

In this study, we evaluated the effectiveness Penguin Go—a video game designed to target main components of CT—on developing middle school students’ CT skills, as well as on their attitudes toward CS. In addition to the overall effectiveness of the game, we investigated the impact of a specific game feature—constraints on the number of blocks in a solution on the same learning outcomes. Results showed that after playing Penguin Go for less than two hours, students’ CT test scores improved significantly with a medium effect size; however, there was no significant difference between the learning gains of the two conditions. In terms of changes in attitudes toward CS, the two conditions differed significantly. The no-constraints group showed a positive but nonsignificant change in attitude, while the constraints group showed a significant negative change.

4.1. Research question 1

Our hypothesis regarding the first research question was that playing Penguin Go would have a positive impact on middle school students’ CT skills. This hypothesis seemed to be supported by the results. That is, after playing Penguin Go for less than two hours, the
average CT skills of 43 middle school students improved significantly with a medium effect size. Although it was not possible to compare this treatment effect quantitatively with previous research due to the differences in many aspects of the studies, the effect was generally consistent with the findings from prior research using games to teach CT related skills to different target populations (Eagle & Barnes, 2009; Horn et al., 2016), as well as the effects of educational games in general (e.g., Gee, 2007; Shute, Rieber, & Van Eck, 2011; Wouters, van Nimwegen, van Oostendorp, & van der Spek, 2013).

However, because the results were obtained from a one-group pretest-posttest design, it was possible that the difference between the pretest and posttest was due to uncontrolled confounding factors. Though most of these factors were either irrelevant (e.g., instrument decay, regression toward the mean) or very minor (e.g., maturation) to this study, or were partially controlled (e.g., history), the effect of testing cannot be safely ignored. In order to investigate if the gain in students' MCTt scores was due to students' increased familiarity with the block-based interface, we compared the gain of students' MCTt scores on the block items (Fig. 4a) and the arrow items (Fig. 4b). Results showed that students' posttest scores on the block items were significantly higher than their pretest scores on the block items; \( t(42) = -3.25, p = .003 \); while the difference between students' pretest and posttest scores on the arrow items was not significant; \( Z = -0.49, p = .624 \). As the block items, compared to the arrow items, have a programming interface more similar to the interface used in the game, such results indicated that a non-trivial portion of students' improvements on their MCTt scores may be attributed to increased student familiarity with the block-based interface.

### 4.2. Research question 2

Our hypothesis regarding the second research question was that playing Penguin Go would have a positive impact on middle school students' attitudes toward CS. This hypothesis was not supported by the results. Overall students' attitudes toward CS after playing Penguin Go were not significantly higher than their attitudes before gameplay. When viewing the data by specific condition, there was a nonsignificant increase in the mean attitude score of the no-constraints group, and a significant decrease in the mean attitude score of the constraints group, indicating a stronger main effect of condition over the treatment effect of the game. The differences between conditions, as well as the significant decrease in the constraints group, are described in detail in the Discussion regarding research question 4. Here we provide some possible explanations for the result of the nonsignificant increase in the mean attitude score of the no-constraints group.

First, the effect itself is not very large. Previous research has shown some positive effect of video games on certain aspects of students' attitudes toward CS, including confidence in programming and self-identification as a programmer (Esper et al., 2014), as well as enjoyment of the activities (Horn et al., 2016). However, the results were either qualitative or based on only specific items in the survey, and it is thus unclear whether the effects were significant or not. In addition, according to a meta-analysis conducted by Wouters et al. (2013), the impact of video games on students' attitudes in general was not significantly different from the impact of other instructional methods (e.g., passive instruction, drill and practice). Moreover, students' attitudes toward CS often decrease after introductory experiences in CS (Anderson, McKenzie, Wellman, Brown, & Vrbsky, 2011). Therefore, it is reasonable to believe the effect size of playing Penguin Go on students' attitudes was small, if not none. Second, the treatment time was less than two hours, which may not be long enough to generate detectable effects. Finally, with a sample size of 43 and sufficient statistical power of .80, the minimum detectable effect size was 0.44, which was unlikely given the reasons discussed above.
4.3. Research question 3

Our hypothesis regarding the third research question was that adding constraints imposed on the number of blocks in a solution to Penguin Go would further improve students’ CT skills. This hypothesis was not supported by the results. The changes in MCTt scores from pretest to posttest of the constraints group were not significantly different from that of the no-constraints group. One possible explanation for these results was that students in the constraints group used a trial and error method to figure out the solution to a level, which involved not much abstraction thinking. Also, although abstraction is believed by many to be the keystone of CT (Grover & Pea, 2013; Wing, 2008), empirical evidence regarding the correlations between abstraction thinking and learning CS is mixed (Bennedsen & Caspersen, 2008). The actual correlation between abstraction and other target components of CT in this study may not be sufficiently high to warrant detectable differences with the small sample size.

4.4. Research question 4

We did not have a hypothesis regarding the fourth research question “Does playing Penguin Go with constraints imposed on the number of blocks in a solution have a greater impact on middle school students’ attitudes toward CS than playing Penguin Go without such constraints?” The investigation was exploratory in nature. Results showed a significant difference between the attitude changes of the two conditions. There was a slight increase in the mean scores of the no-constraints group, and a significant decrease in the mean scores of the constraints group. The negative attitude change in the constraints group may be the result of additional constraints imposed on the game. First, the constraints increased the difficulty for students to do what they wanted to do in the game, and thus may have reduced students’ sense of autonomy. Second, these constraints made the levels more challenging to solve, and thus may have lowered students’ perceptions of competency. Since perceptions of autonomy and competency are both important predictors of enjoyment and future gameplay (Klimmt et al., 2007; Ryan et al., 2006), reduced autonomy and competency may account for the negative attitude change in the constraints group.

4.5. Implications

This study aimed to provide empirical evidence regarding the cognitive and attitudinal impacts of playing video games that target the development of CT skills among middle school students. Toward this end, we designed and developed a video game called Penguin Go and evaluated its effectiveness with 43 middle school students. Results indicated that video games like Penguin Go may be an effective tool to develop CT skills among middle school students. Such games should include features like: 1) a code editor based on block-based programming languages; 2) tasks that need a player to employ core components of CT to complete, including problem decomposition, abstraction, algorithmic thinking, conditional logic, iterative thinking, and debugging; and 3) carefully designed in-game learning support to appropriately facilitate CT learning.

In addition, this study investigated the effect of a specific game feature—constraints on the number of blocks in a solution. Results showed that this feature could result in negative changes in students’ attitudes toward CS, with no significant cognitive benefits. As discussed above, the reason for the negative attitude changes may be that the game version with the additional constraints was too challenging for students who had only a few hours of coding experience. Therefore, it is not recommended to integrate this feature into the game until students’ CT skill has reached a certain level. The appropriate time to introduce this feature to the game is a topic deserving further research.

Finally, changes in attitude in the no-constraints group may be either small or none, and thus games similar to Penguin Go cannot be expected to generate a major impact on students’ attitudes toward CS in educational practice.

4.6. Limitations

As mentioned earlier, due to the availability of the participants, this study did not implement a control group when investigating the overall impact of the game, which posed some threats to the internal validity of the study. On the other hand, the game was played in a classroom setting where students’ perceptions of the game and their exhibited behaviors may be different from students who play a game related to their own particular interests in informal settings. Therefore, the results of this study should be generalized with caution.

Furthermore, the actual sample size obtained was small, which may account for not detecting significant effects regarding some of the research questions. Also, the time interval between study sessions was one week, with the posttest administered immediately after gameplay during the last session. Such an arrangement was necessary given the class schedule at the middle school, instead of an optimal design based on relevant research to maximize the effect of the intervention.

Finally, the game used in this study had some limitations. First, in order to navigate the penguin though a puzzle, the player needs to take the perspective of the penguin. Depending on the degree of difference between the perspectives of the player and the penguin, such a cognitive task may result in different levels of cognitive load that is not relevant to their CT skills. In the current version of the game, the penguin always starts at the top and moves down toward the bottom of the screen. Consequently, for most of the gameplay time the perspective of the penguin is different from that of the player. Such a difference may have resulted in extraneous cognitive load in the students that is not negligible, and thus affected students’ learning of CT skills. Second, some aspects of the game design were not consistent with well-established principles of game design. For instance, at the time of the study, despite some words of excitement and praise from the penguin after winning a level, the game did not have an additional reward system, which is believed
to have a motivational effect (i.e., increasing players' motivation in playing the game) if well designed (Wang & Sun, 2011). Also, as mentioned earlier, there were some technical issues that occurred during the administration of the study. Although those issues only affected a small portion of students, and their occurrence was approximately equal across the two condition groups, they may have caused reduced enjoyment with the activity among those students and in turn affected their attitudes toward CS, and thus introduced some confounding factors to the study.

5. Conclusions

The findings described in this paper are generally consistent with prior research on using games to teach CT-related skills to different target populations. However, this study distinguishes itself in three aspects. First, Penguin Go was specifically designed to target CT; therefore, unlike the games used in prior research, it covers most core components of CT. Second, instead of a text-based programming language or mini-language, Penguin Go used Blockly as the code editor to reduce the need for students to master the details of syntax while at the same time keeping the affordances to support advanced skills. Finally, unlike prior research, this study was conducted with typical middle school students enrolled in a public school. Given the increasing importance of CT and the need to introduce CT to middle school students, findings from this study may provide valuable information. In fact, Penguin Go shares many features with the games on Code.org. Code.org has been widely used among middle school students; however, to the best of our knowledge, there is no quantitative evaluation regarding its effectiveness on developing CT skills. The findings in this study could be a good reference when trying to estimate the cognitive and attitudinal impact of such games.

There are several possible directions that deserve further investigation. First, compared to other types of CT environments, such as Scratch and Alice, games like Penguin Go have a relatively low level of “Openness,” which refers to the types of things a player can do and the number of choices the player has in these games. We have argued earlier that the added control to the environments could provide better learning support to the player; however, it may also result in a lower sense of autonomy and thus affect the player’s motivation to learn. It would be interesting to compare different versions of such games with different degrees of “openness” to determine the optimal configuration. Second, as mentioned earlier, it is meaningful to examine the proper time when the constraints on the number of blocks can be added to the game to generate any cognitive or attitudinal benefits. Finally, given the increasing needs in CS education to draw more females and minorities to the area, it is important to learn how these populations respond to different types of games, and how we can improve these games to accommodate their unique needs.
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